**DAY 5**1) **strassen matrix multiplication** :

**Code**:  
import numpy as np

def add\_matrix(a, b):

return np.add(a, b)

def sub\_matrix(a, b):

return np.subtract(a, b)

def strassen(a, b):

if len(a) == 1:

return a \* b

mid = len(a) // 2r

a11, a12, a21, a22 = a[:mid, :mid], a[:mid, mid:], a[mid:, :mid], a[mid:, mid:]

b11, b12, b21, b22 = b[:mid, :mid], b[:mid, mid:], b[mid:, :mid], b[mid:, mid:]

m1 = strassen(add\_matrix(a11, a22), add\_matrix(b11, b22))

m2 = strassen(add\_matrix(a21, a22), b11)

m3 = strassen(a11, sub\_matrix(b12, b22))

m4 = strassen(a22, sub\_matrix(b21, b11))

m5 = strassen(add\_matrix(a11, a12), b22)

m6 = strassen(sub\_matrix(a21, a11), add\_matrix(b11, b12))

m7 = strassen(sub\_matrix(a12, a22), add\_matrix(b21, b22))

c11 = add\_matrix(sub\_matrix(add\_matrix(m1, m4), m5), m7)

c12 = add\_matrix(m3, m5)

c21 = add\_matrix(m2, m4)

c22 = add\_matrix(sub\_matrix(add\_matrix(m1, m3), m2), m6)

top = np.hstack((c11, c12))

bottom = np.hstack((c21, c22))

c = np.vstack((top, bottom))

return c

# Example matrices

a = np.array([[1, 2, 3, 4],

[5, 6, 7, 8],

[9, 10, 11, 12],

[13, 14, 15, 16]])

b = np.array([[17, 18, 19, 20],

[21, 22, 23, 24],

[25, 26, 27, 28],

[29, 30, 31, 32]])

result = strassen(a, b)

print(result)

![](data:image/jpeg;base64,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)

1. Merge Two Sorted Lists

You are given the heads of two sorted linked lists list1 and list2.

Merge the two lists in a one sorted list. The list should be made by splicing together the

nodes of the first two lists.

Return the head of the merged linked list.

class ListNode:

def \_\_init\_\_(self, val=0, next=None):

self.val = val

self.next = next

def mergeTwoLists(l1, l2):

dummy = ListNode(0)

current = dummy

while l1 and l2:

if l1.val < l2.val:

current.next = l1

l1 = l1.next

else:

current.next = l2

l2 = l2.next

current = current.next

current.next = l1 or l2

return dummy.next

# Helper function to create a linked list from a list of values

def createLinkedList(values):

if not values:

return None

head = ListNode(values[0])

current = head

for value in values[1:]:

current.next = ListNode(value)

current = current.next

return head

# Helper function to print the linked list

def printLinkedList(head):

values = []

while head:

values.append(head.val)

head = head.next

print(" -> ".join(map(str, values)))

# Example usage

list1 = createLinkedList([1, 2, 4])

list2 = createLinkedList([1, 3, 4])

# Merge the two sorted linked lists

mergedList = mergeTwoLists(list1, list2)

# Print the merged linked list

printLinkedList(mergedList)  
  
  
**3. Remove Duplicates from Sorted Array Given an integer array nums sorted in non-decreasing order, remove the duplicates inplace such that each unique element appears only once. The relative order of the elements should be kept the same. Since it is impossible to change the length of the array in some languages, you must instead have the result be placed in the first part of the array nums. More formally, if there are k elements after removing the duplicates, then the first k elements of nums should hold the final result. It does not matter what you leave beyond the first k elements. Return k after placing the final result in the first k slots of nums. Do not allocate extra space for another array. You must do this by modifying the input array in-place with O(1) extra memory.**  
  
**CODE**   
def removeDuplicates(nums):

if not nums:

return 0

# Initialize the index for the next unique element

k = 1

# Start from the second element and iterate through the array

for i in range(1, len(nums)):

# If the current element is different from the previous one, it's unique

if nums[i] != nums[i - 1]:

# Place the unique element at the k-th position

nums[k] = nums[i]

# Move the index for the next unique element

k += 1

# The length of the array with unique elements

return k

# Example usage

nums = [1, 1, 2, 2, 3, 4, 4]

length = removeDuplicates(nums)

print("Length of array with unique elements:", length)

print("Array after removing duplicates:", nums[:length])  
  
  
**4. Search in Rotated Sorted Array There is an integer array nums sorted in ascending order (with distinct values). Prior to being passed to your function, nums is possibly rotated at an unknown pivot index k (1 <= k < nums.length) such that the resulting array is [nums[k], nums[k+1], ..., nums[n1], nums[0], nums[1], ..., nums[k-1]] (0-indexed). For example, [0,1,2,4,5,6,7] might be rotated at pivot index 3 and become [4,5,6,7,0,1,2]. Given the array nums after the possible rotation and an integer target, return the index of target if it is in nums, or -1 if it is not in nums. You must write an algorithm with O(log n) runtime complexity**

def search(nums, target):

left, right = 0, nums.length - 1

while left <= right:

mid = (left + right) // 2

if nums[mid] == target:

return mid

# Check if the left part is sorted

if nums[left] <= nums[mid]:

# If the target is within the sorted left part

if nums[left] <= target < nums[mid]:

right = mid - 1

else:

left = mid + 1

# Otherwise, the right part must be sorted

else:

# If the target is within the sorted right part

if nums[mid] < target <= nums[right]:

left = mid + 1

else:

right = mid - 1

return -1  
 **5. Find First and Last Position of Element in Sorted Array Given an array of integers nums sorted in non-decreasing order, find the starting and ending position of a given target value. If target is not found in the array, return [-1, -1]. You must write an algorithm with O(log n) runtime complexity.**

def searchRange(nums, target):

def findFirst(nums, target):

left, right = 0, len(nums) - 1

first = -1

while left <= right:

mid = (left + right) // 2

if nums[mid] == target:

first = mid

right = mid - 1 # Keep searching in the left half

elif nums[mid] < target:

left = mid + 1

else:

right = mid - 1

return first

def findLast(nums, target):

left, right = 0, len(nums) - 1

last = -1

while left <= right:

mid = (left + right) // 2

if nums[mid] == target:

last = mid

left = mid + 1 # Keep searching in the right half

elif nums[mid] < target:

left = mid + 1

else:

right = mid - 1

return last

first = findFirst(nums, target)

last = findLast(nums, target)

return [first, last]

**6. Sort Colors Given an array nums with n objects colored red, white, or blue, sort them in-place so that objects of the same color are adjacent, with the colors in the order red, white, and blue. We will use the integers 0, 1, and 2 to represent the color red, white, and blue, respectively. You must solve this problem without using the library's sort function.**

def sort\_colors(nums):

low, mid, high = 0, 0, len(nums) - 1

while mid <= high:

if nums[mid] == 0:

nums[low], nums[mid] = nums[mid], nums[low]

low += 1

mid += 1

elif nums[mid] == 1:

mid += 1

else: # nums[mid] == 2

nums[high], nums[mid] = nums[mid], nums[high]

high -= 1 **7. Remove Duplicates from Sorted List Given the head of a sorted linked list, delete all duplicates such that each element appears only once. Return the linked list sorted as well**.

class ListNode:

def \_\_init\_\_(self, val=0, next=None):

self.val = val

self.next = next

def delete\_duplicates(head):

current = head

while current and current.next:

if current.val == current.next.val:

current.next = current.next.next # Skip the duplicate node

else:

current = current.next # Move to the next node

return head

def create\_linked\_list(elements):

head = ListNode(elements[0])

current = head

for element in elements[1:]:

current.next = ListNode(element)

current = current.next

return head

def print\_linked\_list(head):

current = head

while current:

print(current.val, end=' -> ' if current.next else '')

current = current.next

print()  
  
**8.   
Merge Sorted Array You are given two integer arrays nums1 and nums2, sorted in non-decreasing order, and two integers m and n, representing the number of elements in nums1 and nums2 respectively. Merge nums1 and nums2 into a single array sorted in non-decreasing order. The final sorted array should not be returned by the function, but instead be stored inside the array nums1. To accommodate this, nums1 has a length of m + n, where the first m elements denote the elements that should be merged, and the last n elements are set to 0 and should be ignored. nums2 has a length of n**

def merge(nums1, m, nums2, n):

# Pointers for nums1, nums2, and the last position in merged array

p1, p2, p = m - 1, n - 1, m + n - 1

# While there are still elements to compare

while p1 >= 0 and p2 >= 0:

# Place the larger element at the end of nums1

if nums1[p1] > nums2[p2]:

nums1[p] = nums1[p1]

p1 -= 1

else:

nums1[p] = nums2[p2]

p2 -= 1

p -= 1

# If there are still elements in nums2, place them in nums1

while p2 >= 0:

nums1[p] = nums2[p2]

p2 -= 1

p -= 1

merge(nums1, m, nums2, n)

print(nums1) # Output: [1, 2, 2, 3, 5, 6]

**9. Convert Sorted Array to Binary Search Tree Given an integer array nums where the elements are sorted in ascending order, convert it to a height-balanced binary search tree.  
class TreeNode:**

def \_\_init\_\_(self, val=0, left=None, right=None):

self.val = val

self.left = left

self.right = right

def sorted\_array\_to\_bst(nums):

if not nums:

return None

def helper(left, right):

if left > right:

return None

mid = (left + right) // 2

node = TreeNode(nums[mid])

node.left = helper(left, mid - 1)

node.right = helper(mid + 1, right)

return node

return helper(0, len(nums) - 1)

def inorder\_traversal(root):

if root is not None:

inorder\_traversal(root.left)

print(root.val, end=' ')

inorder\_traversal(root.right)

**10. Insertion Sort List Given the head of a singly linked list, sort the list using insertion sort, and return the sorted list's head. The steps of the insertion sort algorithm: 1. Insertion sort iterates, consuming one input element each repetition and growing a sorted output list. 2. At each iteration, insertion sort removes one element from the input data, finds the location it belongs within the sorted list and inserts it there. 3. It repeats until no input elements remain. The following is a graphical example of the insertion sort algorithm. The partially sorted list (black) initially contains only the first element in the list. One element (red) is removed from the input data and inserted in-place into the sorted list with each iteration.**

**11. Sort Characters By Frequency Given a string s, sort it in decreasing order based on the frequency of the characters. The frequency of a character is the number of times it appears in the string. Return the sorted string. If there are multiple answers, return any of them**

**from collections import Counter**

def frequencySort(s):

freq = Counter(s)

sorted\_chars = sorted(freq.items(), key=lambda item: item[1], reverse=True)

result = ''.join([char \* count for char, count in sorted\_chars])

return result

**12. Max Chunks To Make Sorted You are given an integer array arr of length n that represents a permutation of the integers in the range [0, n - 1]. We split arr into some number of chunks (i.e., partitions), and individually sort each chunk. After concatenating them, the result should equal the sorted array. Return the largest number of chunks we can make to sort the array**

def maxChunksToSorted(arr):

max\_so\_far = 0

chunks = 0

for i in range(len(arr)):

max\_so\_far = max(max\_so\_far, arr[i])

# If max\_so\_far is equal to the current index, we can form a chunk

if max\_so\_far == i:

chunks += 1

return chunks

**13. Intersection of Three Sorted Arrays Given three integer arrays arr1, arr2 and arr3 sorted in strictly increasing order, return a sorted array of only the integers that appeared in all three arrays.**

def arraysIntersection(arr1, arr2, arr3):

# Initialize pointers for all three arrays

i, j, k = 0, 0, 0

result = []

while i < len(arr1) and j < len(arr2) and k < len(arr3):

# If all elements are the same, add it to the result

if arr1[i] == arr2[j] == arr3[k]:

result.append(arr1[i])

i += 1

j += 1

k += 1

elif arr1[i] < arr2[j]:

i += 1

elif arr2[j] < arr3[k]:

j += 1

else:

k += 1

return result

# Example usage

arr1 = [1, 2, 3, 4, 5]

arr2 = [1, 2, 5, 7, 9]

arr3 = [1, 3, 4, 5, 8]

result = arraysIntersection(arr1, arr2, arr3)

print("Intersection of three arrays:", result)

**14. Sort the Matrix Diagonally A matrix diagonal is a diagonal line of cells starting from some cell in either the topmost row or leftmost column and going in the bottom-right direction until reaching the matrix's end. For example, the matrix diagonal starting from mat[2][0], where mat is a 6 x 3 matrix, includes cells mat[2][0], mat[3][1], and mat[4][2]. Given an m x n matrix mat of integers, sort each matrix diagonal in ascending order and return the resulting matrix.**

def diagonalSort(mat):

from collections import defaultdict

# Create a dictionary to hold the diagonals

diagonals = defaultdict(list)

# Collect all elements in the same diagonal

m, n = len(mat), len(mat[0])

for i in range(m):

for j in range(n):

diagonals[i - j].append(mat[i][j])

# Sort each diagonal

for key in diagonals.keys():

diagonals[key].sort()

# Put sorted elements back into the matrix

for i in range(m):

for j in range(n):

mat[i][j] = diagonals[i - j].pop(0)

return mat